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ABSTRACT

We report on the successful application of academic expe-
rience with formal modelling and verification techniques to
an automotive scenario from the service-oriented computing
domain. The aim of this industrial case study is to verify
a priori, thus before implementation, certain design issues.
The specific scenario is a simplified version of one of possible
new services for car drivers to be provided by the in-vehicle
computers.

Categories and Subject Descriptors

D.2.4 [Software Engineering]: Software/Program Verifi-
cation—Model checking

General Terms

Experimentation, Verification

Keywords

Automotive systems, Service-Oriented Computing, Model
checking

1. INTRODUCTION

When a new vehicle is developed in an automotive com-
pany, 80% of the innovation cost is due to software systems.
The total cost of a finished vehicle consists for 25% of soft-
ware costs and the vehicle contains more than 70 Electronic
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Control Units, which each require their own specific soft-
ware [29]. Naturally, these units have to interplay in differ-
ent settings and, consequently, there is great potential for
Service-Oriented Computing (SOC) in automotive systems
(think, e.g. of orchestration of services for driver assistance
and of infotainment). In fact, there is a lot of activity in
this direction.! Moreover, the highly advanced mobile tech-
nology available nowadays allows car drivers telephone and
Internet access within their vehicles, giving rise to a variety
of new services for the automotive domain. In addition, the
main reason for introducing service-oriented software engi-
neering approaches is the complex and flexible networking
of a continuously increasing number of car functionalities.
In this paper, we consider a scenario that offers a car
driver one such a service, viz. on road assistance to contact
a garage, a tow truck and a rental car when stranded with
a malfunctioning vehicle. We report on the lessons that we
have learned from applying formal modelling and verifica-
tion techniques during the requirements analysis phase of
this on road assistance scenario. The goal of this case study
is to verify a priori, i.e. before any implementation, certain
design issues related to functional requirements. To this aim,
the requirements model of this scenario [22]—a high-level
UML [35] specification that makes use of domain-specific ex-
tensions [23] like stereotypes to deal with compensations—
is formally defined as a set of communicating UML state
machines. The on-the-fly model checker UMC [34] is subse-
quently used to verify a set of correctness properties formal-
ized in the action- and state-based temporal logic UCTL [3].
Model checking deals with the automatic analysis of cor-
rectness properties of system designs [6]. Such verifications
are exhaustive, i.e. all possible input combinations and states
are taken into account, and a counterexample is usually gen-
erated in case a certain property does not hold. Correctness
properties reflect typical (un)desired behaviour of the sys-
tem under scrutiny. Model checking allows the evaluation of
design alternatives before implementation and validation—
and not just afterwards. In this way, design errors—which

L«Mitsubishi Electric Corporation, IBM and ILS Technol-
ogy LLC [...] are delivering a service oriented architecture
(SOA) solution that is specifically designed for the automo-
tive manufacturing industry.” (Press release, 31 Jan. 2008)



constitute up to 40% of software errors and are among the
most expensive ones to resolve if discovered after implemen-
tation [24]—can be detected in the design phase, leading to
considerable reductions in cost and to improved quality.

We begin this paper with brief descriptions of the methods
and tools used for our case study, which is itself introduced
in the subsequent section. We then discuss the formal model
of our case study and the properties we verified, followed by
the lessons we learned from this case study. Finally, we
conclude with a discussion of future work.

2. METHODS AND TOOLS

In this section, we briefly describe the methods and tools
that we use for our case study, viz. a UML Profile for SOC,
the temporal logic UCTL and the model checker UMC.

2.1 A UML Profile for SOC

We assume some familiarity with the basics of the Uni-
fied Modelling Language UML [35], as it is the de facto
industrial standard for modelling and documenting software
systems. The reader is referred to [37] and the references
therein for details on SOC.

In order to provide a domain-specific language in the con-
text of SOC, the specification language UML 2.0 has been
extended by using the available extension mechanisms. The
result is a so-called UML Profile. The extension consists of
a set of stereotypes and constraints specified in the Object
Constraint Language OCL [35]. Stereotypes enrich models
with service-oriented concepts, including structural and be-
havioural aspects of SOC as well as non-functional notions.
Constraints allow for a more precise semantics of the newly
introduced model elements.

The structure of a service-oriented architecture can be vi-
sualized by UML deployment and structure diagrams. De-
ployment diagrams are used to represent the “usually nested”
nodes of the architecture, i.e. hardware devices and the soft-
ware execution environment. Nodes are connected through
communication paths that show the type of communication:
permanent, temporary or on the fly. The last type charac-
terizes service-oriented systems that require service discov-
ery and provide loose binding of software. The stereotypes
<permanent>, <temporary> and <on the fly> are defined for
these three types of connections between nodes.

Structure diagrams, on the other hand, show the inter-
play of components, their ports and their interfaces. The
UML Profile for SOC introduces services implemented as
ports of components. Each service may contain a required
and a provided interface. In turn, interfaces contain one or
more operations, which may contain an arbitrary number of
parameters. A service has a service description and a ser-
vice provider, and may have one or more service requesters.
These concepts, and the relationships among them, are rep-
resented by a metamodel [23], which provides the basis for
the definition of the UML Profile. For each class of the
metamodel, a stereotype is defined and relationships are ex-
pressed by constraints. The stereotypes that are used to
build structure diagrams of service-oriented systems are as
follows: <service>, <service interface> and <service description>.
An example of a structure diagram is shown in Section 4.

Behavioural aspects in SOC comprise the implementation
of composite components. Most of the behaviour of such
components results from the orchestration of simpler ser-
vices (see e.g. the UML activity diagram in Figure 1). The

focus is on service interactions, long-running transactions,
and their compensation and exception handling. To model
orchestration, we use a UML activity diagram containing
service-aware elements, such as <scope>, <send>, <receive>,
and <compensate>> actions. A scope is a structured activ-
ity that groups actions, which may have associated com-
pensation and exception handlers. Scopes and the corre-
sponding handlers are linked by specific compensation and
exception edges (the stereotypes <compensation edge> and
<exception edge>). Scopes include stereotyped actions like
send, receive, send and receive, compensate and compen-
sate all. The stereotype <send> is used to model the sending
of messages; <received> models the reception of a message
blocking until the message is received; <send and receive> is
a shorthand for a sequential order of a send action and a
receive action. Container for data to be send or received are
modelled by <send pin>s and <receive pin>s. Long-running
transactions, like those provided by services, require the
management of compensation. Therefore, the UML Pro-
file contains <compensate> and <compensate all> actions. The
former triggers the execution of the compensation defined for
a scope or activity, the latter for the current scope. Com-
pensation is called on all subscopes in the reverse order of
their completion.

For details about the UML extension for service-oriented
systems, the reader is referred to [23].

2.2 The Temporal Logic UCTL

To use the full potential of specification languages that—
like UML—allow action as well as state changes to be mod-
elled, one needs associated verification techniques that allow
the validation of behavioural properties over one’s model.
Therefore, various temporal logics that allow one to express
both action-based and state-based properties have been in-
troduced recently [3, 5, 10, 18, 19, 28]. The advantage of all
these logics lies in the ease of expressiveness of properties
that in pure action-based or pure state-based logics can be
quite cumbersome to write down. Moreover, their use often
leads to a reduced state space, smaller memory needs and
less time spent for verification. Obviously, the effective gain
depends—as always—on the specific system under scrutiny.

In this paper, we will use the action- and state-based tem-
poral logic UCTL [3].2 UCTL includes both the branching-
time action-based logic ACTL [8] and the branching-time
state-based logic CTL [6]. Its syntax allows one to spec-
ify the properties that a state should satisfy and to com-
bine these basic predicates with advanced temporal opera-
tors dealing with the actions performed:

¢ = true | p| ¢AQ | ~¢ | Ex | An
mou= X | 0xU¢ | dxUy @' | 6xW ' | 63 Wi ¢

Predicates are ranged over by p, state formulae are ranged
over by ¢, path formulae are ranged over by 7 and actions
are ranged over by x. E and A are the path quantifiers “ex-
ists” and “for all”, resp., while X, U and W are the indexed
“next”; “until” and “weak until” temporal operators, resp.
In UCTL, the “weak until” cannot be derived from the
“until” because disjunction or conjunction of path formulae
is not expressible according to the UCTL syntax. The same
holds for any pure branching-time temporal logic [27].

In [2, 13, 14], a less restricted logic (u-UCTL) was defined
and used in combination with previous versions of UMC.



Starting from these basic UCTL operators, it is straight-
forward to derive the standard logical operators V and =,
the well-known temporal logical operators EF (“possibly”),
AF (“eventually”) and AG (“always”) and the diamond and
box modalities <> (“possibly”) and [] (“necessarily”), resp.,
of the Hennessy-Milner logic [16].

The semantic domain of UCTL is a doubly labelled tran-
sition system (L>TS for short) [9]. An L*TS (a.k.a. a Kripke
transition system [28]) is a labelled transition system whose
states are labelled by atomic propositions and whose transi-
tions are labelled by sets of actions.

2.3 The Model Checker UMC

We have developed an on-the-fly model checker for UCTL,
called UMC [26], which allows the efficient verification of
UCTL formulae (i.e. specifying action- and/or state-based
properties) over a set of communicating UML state ma-
chines [35]. The possible system evolutions are formally
represented as an L2TS, whose states represent the vari-
ous system configurations and whose transitions represent
the possible evolutions of a system configuration. More con-
cretely, the states of this LTS are labelled with the observed
structural properties of the system configurations (like the
active substates of objects, the values of object attributes,
etc.), while its transitions are labelled with the observed
properties of the system evolutions (like which is the evolv-
ing object, which are the executed acions, etc.).

The big advantage of an on-the-fly approach to model
checking is that, depending on the formula, only a frag-
ment of the overall state space might need to be generated
and analyzed in order to produce the correct result [4, 11].
The basic idea underlying UMC is that, given a state of an
L2TS, the validity of a UCTL formula on that state can
be evaluated by analyzing the transitions allowed in that
state and the validity of a certain subformula in only some
of the next reachable states, all this in a recursive way. The
current version of UMC uses an on-the-fly model-checking
algorithm which has a linear complexity.

Another interesting feature offered by UMC is the possi-
bility to select a desired subset of system events or object
attributes, and to show the minimized graph of all the pos-
sible system evolutions (traces) in which only the relevant
labels are shown. This allows one to obtain abstract slices of
the system behaviour, for which only certain kinds of inter-
actions are considered. These abstract slices are very useful
for achieving confidence in the overall correctness of the de-
sign. Since abstracted full-trace minimization of an L>TS
requires a full traversal of this L2TS, and moreover has a
high complexity, this functionality is—unfortunately—only
possible for finite and reasonably sized systems.

The current UMC prototype can be experimented via a
web interface [34].

3. AUTOMOTIVE CASE STUDY

A vehicle that leaves the assembly line today is equipped
with a multitude of sensors and actuators that provide the
driver with services that assist in conducting the vehicle
more safely, such as vehicle stabilization systems. Driver
assistance systems kick in automatically when the vehicle
context renders it necessary, and more and more context is
taken into account (e.g. road conditions, vehicle condition,
driver condition, weather conditions, traffic conditions, etc.).
In addition, due to the advances in mobile technology, tele-

phone and Internet access in vehicles is possible, giving rise
to a variety of new services for the automotive domain, such
as handling based on information provided by other vehi-
cles passing nearby or by location-based services in the sur-
rounding. Some of these scenarios, like the one described in
this section, are used to validate the engineering approaches
developed in the EU project SENSORIA [31].

3.1 The On Road Assistance Scenario

While a driver is on the road with her /his car, the vehicle’s
diagnostic system reports a low oil level. This triggers the in-
vehicle diagnostic system to report a problem with the pres-
sure of the cylinder heads, which results in the car being no
longer driveable, and to send this diagnostic data as well as
the vehicle’s GPS coordinates to the repair server. Based on
the driver’s preferences, the service discovery system iden-
tifies and selects an appropriate set of services (garage, tow
truck and rental car) in the area. When the driver makes an
appointment with the garage, the results of the in-vehicle
diagnosis are automatically sent along, allowing the garage
to identify the spare parts needed to repair the car. Simi-
larly, when the driver orders a tow truck and a rental car,
the vehicle’s GPS coordinates are sent along. Obviously, the
driver is required to deposit a security payment before being
able to order any service. Finally, each service can be denied
or cancelled, causing an appropriate compensation activity.

3.2 A UML Specification

In [22], the automotive architecture as defined within SEN-
SORIA is described and the requirements model of the on
road assistance scenario is specified in UML 2.0 using a
UML Profile [23]. This scenario consists of the components:*

e Engine: causes low oil level alert

e Discovery engine: discovers services needed

e Reasoner: selects best services

e Orchestrator: composes services to achieve goal

e Driver: calls garage, tow truck, rental car and bank
e GPS: sends vehicle’s current coordinates to services
e Garage: receives diagnostic data about vehicle

e Tow truck: receives GPS coordinates of vehicle

e Rental car: receives GPS coordinates of driver

e Bank: receives deposit from driver

Since the workflow describing the service orchestration is one
of the most interesting aspects of a service-oriented system,
we depict it in Figure 1 as a UML 2.0 activity diagram.

The orchestrator is triggered by an engine failure (in our
case due to a low oil level) and consequently contacts the
other components to compose the various services to reach
its goal (in our case sending the driver a rental car and a tow
truck to tow the stranded vehicle to a garage). Note that
we use stereotyped UML 2.0 actions to indicate the type
of interactions (<send>, <receive> and <sendAndReceive>) as
well as to model compensations of long-running transactions
(<compensate> and <compensate all>). The actions match op-
erations of required and provided interfaces of the services,
defined as ports of UML 2.0 components.

3Some components of [22] are renamed and (de)composed.
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4. FORMAL VERIFICATION

In this section, we describe the application and results of
formal modelling and verification techniques to the on road
assistance scenario. First, we discuss a specification of this
scenario as a set of communicating UML state machines.
Second, the results of using the model checker UMC to verify
several properties expressed in the temporal logic UCTL are
presented and interpreted.

In the previous section, we presented the on road assis-
tance scenario by means of UML activity diagrams using a
UML Profile for SOC (cf. Figure 1). To carry out a formal
analysis of the system, we need a description of it in terms
of standard UML state machines. It would of course be
highly desirable if the transformation from the activity dia-
grams into the corresponding statechart diagrams were per-
formed automatically, e.g. by applying model-driven trans-
formation techniques based on graph transformations as de-
scribed in [15]. The SENSORIA roadmap already points to
the development of tools going in this direction [21]. For the
current paper, however, we manually performed the required
translation, using the original activity diagrams merely as a
notation to guide the UMC statechart-based design of the
system.

4.1 A Formal Specification

In order to verify behavioural properties over the on road
assistance scenario, its requirements model must be accom-
panied by an operational model formalizing its behaviour.
Since our goal was to use UMC to verify properties ex-
pressed in UCTL, we formally defined the scenario as a set
of communicating UML state machines. The reader can
consult our specification via [34]. Figure 2 depicts the UML
structure diagram of the set of UML state machines and the

subcomponents BankCommunication and Orchestrator are
depicted in Figures 3 and 4, resp.

It is important to note that we have implemented one of
the many possible operational models that can be defined in
accordance with the scenario’s requirements model of [22].
In fact, we made the following assumptions w.r.t. this model:

e We do not define a separate state machine for each
component, but rather structure some of them as sub-
components of others (cf. Figure 2).

e We abstract altogether from a remote discovery state
machine (to search for services in a remote repository).

e LocalDiscovery returns at most one choice of services
for on road assistance.

e Compensations are explicitly modelled as requests to
cancel operations (viz. bankrevoke and garagerevoke).

e All communications between Car’s subcomponents, as
well as those between these subcomponents and Bank
and RoadAssistance (i.e. all service invocations), are
modelled as pairs of request/response signals. Whereas
this is necessary for the former (synchronous operation
calls would deadlock), the latter might equally well be
modelled as synchronous operation calls.

While the single state machines are not very complex, their
interplay is. In fact, the system has 535 states and 814 tran-
sitions and, consequently, validation by hand is not feasible.
Note that their potential interplay is much more complex
still: It suffices to imagine a system composed of several
Cars, Banks, Garages, etc.
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4.2 Validation with UMC

We have used UMC v3.4 on an ordinary PC to verify a
number of behavioural properties expressed in UCTL over
our implementation of the on road assistance scenario.

Service responsiveness

A service is responsive if it guarantees a response to each
received request. An example of service responsiveness is
expressed by the UCTL formula

AG [ requestCardCharge |

A [ true true UchargeResponseOK\/ chargeResponseFail true ]7 (Fl)

which states that each time action requestCardCharge takes
place, always at a certain moment action chargeResponseOK
or chargeResponseFail takes place. More intuitively: If the
Car requests the Bank to charge a credit card, then the Bank
will surely reply with a notification of either a successful or
a failed attempt to charge the credit card.

We verified formula F1 with UMC and it is true.

Service coordination

A service is coordinated if its confirmation is always pre-
ceded by a request (for this service). An example of service
coordination is expressed by the UCTL formula

-F [ true —requestCardCharge UchargeResponseOK true ]7 (F2)

which states that it may never happen that action charge-

ResponseOK takes place if action requestCardCharge has not

taken place before. More intuitively: The Car cannot re-

ceive a notification of the fact that the credit card has been

charged, if it did not previously request the Bank to do so.
We verified formula F2 with UMC and it is true.

Service reliability

A service is reliable if it guarantees a successful response
whenever it accepts a request (for this service). An example

of service reliability is expressed by the UCTL formula

AG [requestGarage |

A [ true true Uguru.geResponseOK tTue]a (F3)

which states that each time action requestGarage takes
place, always at a certain moment action garageResponseOK
takes place. More intuitively: Reservation requests from Car
to Garage are always followed by a notification of success.

We verified formula F3 with UMC and it is false. Note
that this is not surprising: The Garage service might be tem-
porarily unable to provide the requested service (so it sends
the unsuccessful response garageResponseFail). Note that
the Garage service is responsive, i.e. a formula similar to
formula F1 does hold also for the Garage service.

Uniqueness of response

A service guarantees uniqueness of response if it guarantees
a single successful response whenever it accepts a request
(for this service). An example of the uniqueness of a re-
sponse is expressed by the UCTL formula

AG [requestGarage| AF < garageResponse >
- EF <garageResponse > true, (F4)

in which garageResponse stands for garageResponseOK V
garageResponseFail. Formula F4 states that each time ac-
tion requestGarage takes place, always eventually action
garageResponseOK or garageResponseFail takes place and
afterwards it may not happen that eventually one of the lat-
ter two actions takes place again. More intuitively: After
a reservation request from Car to Garage, it cannot happen
that the Car receives more than one notification.
We verified formula F4 with UMC and it is true.

Functional system behaviour

Often one wants to check specific relations between the ef-
fects of different service invocations. An example of such a
relation is that the success of a service request is always fol-
lowed by either its cancellation or by the success of another
service request, as is expressed by the UCTL formula

AG | chargeResponseOK |

A [tTU@ true Uga'ragcResponseOKVbank’revokc()K true ]7 (F5)

which states that each time action chargeResponse0OK takes
place, always at a certain moment action garageResponseOK
or bankrevokeOK takes place. More intuitively: If the Bank
sends the Car a notification of the fact that the credit card
was successfully charged, then in the future either this oper-
ation of charging the credit card will be revoked or the Car
will receive a notification of the fact that the Garage has
been reserved.

We verified formula F5 with UMC and it is true.

The results of the verifications are summarized in Table 1.

formula property validity
F1 service responsiveness true
F2 service coordination true
F3 service reliability false
F4 uniqueness of response true
F5 functional system behaviour true

Table 1: Validation results.
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The verifications show that the requirements model of the
on road assistance scenario has been well designed in [22].

As shown in Figure 5, UMC can also be used to generate,
e.g., all abstract traces of the system obtained by observing
only the interactions of Bank and Garage with Car. Such
graphs give a precise and complete understanding of the re-
lation between the activities of charging a credit card and
of reserving a garage. In fact, formula F5 appears to be just
one of the many logical properties that would need to be
verified w.r.t. these two activities to obtain the same under-
standing. The advantages of verification by means of a set
of formulae are that these can usually be evaluated in an
efficient way also on large or even infinite systems, and that
in case of unexpected behaviour a precise explanation can
be obtained from the model checker by simply illustrating
the sequence of computation steps (and a fragment of the
traversed L?TS) that has led to the verification result.

S. RELATED WORK

Formal methods are intensively used in the transportation
field to rigorously design and develop mission and safety-
critical real-time subsystems. In this sector, the adoption of
formal methods is indeed being encouraged by the need for
certifiable code generators (e.g. according to the DO-178B,
EN 50128 and IEC 61508 standards) and products that can
easily be validated (cf. [30, 32]). Our aim is to carry on ex-
perimental research on temporal logics and other techniques
useful for the formal analysis of service-oriented systems,
rather than to support in a direct way the development of

safety-critical software by developing commercial automatic
code generators or validation tools.

The approach that is probably nearest to ours is that of
the Huco/RT project [20], in which model checking a UML
system is achieved through model translation into the input
language for the SPIN or UPPAAL model checkers [33, 36]. A
recent related approach [12] describes how UML diagrams
can be translated into the Maude language and subsequently
be model checked. While Huco/RT, SPIN and Maude’s
model checker rely on a state-based linear-time temporal
logic (LTL) to express a system’s properties, our prototype
adopts the action- and state-based branching-time temporal
logic UCTL. Moreover, having an in-house model checker
(UMC) for our logics allows us to easily experiment with
the best logical features to specify the desirable properties of
service-oriented systems, exploiting the advantages of both
the on-the-fly approach of the model checker and the linear
complexity of the evaluation algorithm.

6. LESSONS LEARNED

In the context of the EU project SENSORIA [31], we have
used our longstanding experience with formal modelling and
verification techniques, to validate the requirements model
of an automotive scenario from the SOC domain. The spe-
cific on road assistance scenario that we have validated was
one of the outcomes of discussions with automotive experts
on possible new services for drivers to be provided by the
in-vehicle computers. The validation has shown that the
requirements model of the on road assistance scenario has
been well designed.



The case study described in the paper has moreover shown
the usefulness and feasibility of a formal approach to spec-
ifying and rigorously analyzing a system design, also in in-
dustrial contexts. So far, we have not yet tried to use the
model checker UMC for a particularly big and complex sys-
tem, since we have been mostly interested in experimenting
with its functionalities from a more qualitative point of view,
rather than from a quantitative point of view. This is also
the reason for which the case study in this paper has been
kept relatively simple and for which we have not provided
any information in Table 1 on the resource usage and com-
putation time spent.

There is definitely much room for improvement of UMC
still, e.g. regarding the UML support of the tool, regarding
the temporal logic UCTL, regarding further optimizations
of the on-the-fly model-checking algorithm and regarding the
overall usability and user-interface issues.

7. CONCLUSIONS AND FUTURE WORK

This paper describes ongoing work on applying academic
experience with formal modelling and verification (model
checking, to be precise) to an industrial case study on auto-
motive systems taken from the SOC domain. This work is
performed in the context of the EU project SENSORIA [31],
whose aim is to develop a comprehensive and pragmatic—
but theoretically well-founded—approach to software engi-
neering for service-oriented systems. The reader is referred
to [37] for an exemplary overview of some of the service-
oriented techniques and methods that are currently being
developed in SENSORIA.

We defined the on road assistance scenario as a set of
communicating UML state machines, after which UMC was
used to verify a number of properties expressed in UCTL.
The outcome showed that the requirements model of the
on road assistance scenario has been well designed in [22].
The reader is referred to [22] for an overview of related ap-
proaches to the specification and analysis of the on road as-
sistance scenario (and other scenarios from the automotive
case study) that have been developed for the engineering of
service-oriented systems within the scope of SENSORIA.

We have several ideas to extend the work presented in
this paper in the future. To begin with, we would like to
relax some of the assumptions we made w.r.t. the require-
ments model (¢f. Section 4.1): One can think of the addition
of a remote service discovery engine or of more advanced
compensation handling mechanisms. We would also like to
validate more complex scenarios: One can think of a sce-
nario in which several drivers, each with a stranded car,
compete for a limited number of tow trucks. Moreover, we
would like to extend our current implementation to be able
to use the full potential of the action- and state-based tem-
poral logic UCTL: One can think of properties that require
state-based formulae. We also would like to evaluate perfor-
mance issues of the scenario of this paper: One can think of
using a suitable specification language and model checker to
verify also quantitative properties, e.g. by using action- and
state-based stochastic logics [1, 7, 17]. Finally, we would like
to see whether the scenario of this paper is suitable to val-
idate truly specific service-oriented features: One can think
of properties described by means of the service-oriented logic
SocL [10], which is a very recent specialization of UCTL
meant to capture peculiar aspects of services.
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